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Abstract—The increasing complexity of programs in software development requires understanding and 
analysis of code structure, especially in Python, which dominates machine learning and data science 
applications. Manual static analysis is often time-consuming and prone to errors. Meanwhile, static analysis 
tools for Python, like PyCG and Code2graph, are still limited to generating call graphs without including 
dependency and control flow analysis. This research addresses these shortcomings by proposing the 
development of a web-based tool that integrates the generation of function call graphs, function dependency 
graphs, and control flow graphs using Abstract Syntax Tree (AST), Graphviz, and Streamlit. With an iterative 
SDLC methodology, this tool was developed gradually to visualize Python function code as a heterogeneous 
graph. Evaluation of 11 Python function codes showed a success rate of 95.45% in analyzing and visualizing 
Python function codes with various levels of complexity. The limitations of Graphviz present an opportunity for 
future research to focus on improving scalability and Python code analysis. 
 
Keywords: abstract syntax tree, control flow graph, graphviz, python, SDLC. 
 
Intisari—Meningkatnya kompleksitas program dalam pengembangan perangkat lunak membutuhkan 
pemahaman dan analisis pada struktur kode, khususnya pada Python yang mendominasi aplikasi 
pembelajaran mesin, dan data sains. Analisis statis manual sering kali memakan waktu dan rentan terhadap 
kesalahan. Sedangkan, alat analisis statis untuk Python seperti PyCG dan Code2graph masih terbatas hanya 
pembangkitan graf pemanggilan fungsi tanpa disertai analisis dependensi dan aliran kontrol. Penelitian ini 
menjawab kekurangan tersebut dengan mengusulkan pengembangan alat berbasis website yang 
mengintegrasikan pembangkitan graf pemanggilan fungsi, graf keterkaitan fungsi dan graf aliran kontrol 
menggunakan Abstract Syntax Tree (AST), Graphviz dan Streamlit. Dengan metodologi SDLC iteratif, alat ini 
dikembangkan secara bertahap untuk memvisualisasikan kode fungsi Python sebagai graf heterogen. Evaluasi 
pada 11 kode fungsi Python menunjukkan tingkat keberhasilan 95,45% dalam menganalisis dan 
memvisualisasikan kode fungsi Python dengan berbagai tingkat kompleksitas. Keterbatasan pada Graphviz 
menjadi peluang untuk penelitian di masa mendatang dapat difokuskan pada peningkatan skalabilitas dan 
analisis kode Python. 
 
Kata Kunci: abstract syntax tree, graf aliran kontrol, graphviz, python, SDLC. 
 

INTRODUCTION 
 

The complexity of modern software 
development continues to grow in tandem with the 
increasing size of the system [1]. This increasing 

complexity highlights the importance of 
understanding and analyzing code structure, 
especially when dealing with many interrelated 
functions and control flows [2], [3]. Static analysis 
methods allow for analyzing program code without 
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execution, providing early detection of potential 
quality issues [4], [5]. However, manual static 
analysis of complex code is often time-consuming 
and error-prone. Static analysis tools that 
automatically perform analyzing code structure are 
needed, which can significantly improve software 
development efficiency by reducing debugging time. 
Existing static analysis tools such as SonarQube, 
Better Code Hub, and Coverity Scan still have low 
precision leading to false positives and incomplete 
understanding [4]. 

The development of static analysis tools has 
grown significantly, especially in terms of 
representing code structure in graph form [6], [7], 
[8], [9]. Research by Rodriguez-Prieto et al. (2020) 
created ProgQuery, a static analysis tool with seven 
different types of graph representations [10]. 
Although ProgQuery offers a comprehensive range 
of graphs, three fundamental graph types, Call 
Graph, Dependency Graph, and Control Flow Graph, 
are effectively sufficient for many static code 
analysis tasks in most of their use cases to capture 
and provide insights into the code structure and 
behavior. Call Graph representation plays a 
particularly crucial role in understanding code 
structure [11]. One example is the Function Call 
Graph, which visualizes the relationship between 
functions and can identify potential dead code and 
redundancy in program logic [12], [13]. 

Then, the Dependency Graph can represent 
information about the relationship between 
functions, variables, and parameters [14]. Thus, it 
better supports code optimization and efficient 
modularization. Meanwhile, to identify critical code 
blocks or execution paths that can potentially cause 
runtime errors, the Control Flow Graph (CFG) can 
model the program execution flow, such as 
branches and loops [15]. This graph-based 
visualization provides an intuitive and 
comprehensive representation of code structures, 
enabling advanced analysis such as pattern 
identification, anomaly detection, and program 
optimization. 

Although graph-based analysis techniques 
have proven effective, their implementation varies 
across programming language. Most static code 
analysis tools are designed to analyze Java code 
[16]. However, with the growing adoption of Python 
across various applications such as big data, 
machine learning, and data science, the need for 
Python static analysis tools is increasing. Python’s 
flexibility and expressivity make it a preferred 
choice for developers, as evidenced by Python being 
at the top of the TIOBE Index 2024 with a ranking of 
22.85% and recording a significant growth of 8.69% 
compared to the previous year [17]. 

Despite the increasing demand, static 
analysis tools for generating graphs from Python 
code are still limited. Existing tools such as 
Code2graph and PyCG attempt to address this issue 
by analyzing Python code, extracting its structure, 
and generating a function call graph [18], [19]. 
Code2graph focuses on transforming code into 
graph representations that facilitate structural 
analysis, whereas PyCG specializes in call graph 
generation for Python programs, enabling 
interprocedural analysis. These tools use Abstract 
Syntax Tree (AST) to extract code structure, 
allowing for deeper analysis compared to plain text 
parsing [20]. ASTVisitor traverses the code to 
extract syntactic and semantic information from the 
source code, facilitating the visualization of the 
program code [15]. 

While Code2graph and PyCG offer valuable 
functionalities, they are still limited in scope to 
visualizing program code in graph form. These tools 
do not provide integration with analysis outside the 
function call graph, such as control flow and 
dependencies between functions. This forces 
developers to rely on multiple separate tools, 
leading to inefficiencies in program analysis and 
potential inconsistencies in understanding code 
structure. Addressing these limitations, this 
research proposes a novel static analysis tool that 
integrates function call analysis, control flow, and 
variable dependency into a single platform. The 
proposed tool bridges the gap by incorporating 
control flow and dependencies analysis, offering a 
more holistic representation of code structure in 
Python. 

This research introduces a novel approach by 
extracting structural information using AST, 
analyzing the Python code that contains the def() 
(function definition), and converting it into a single 
heterogeneous graph. The contributions of this 
research are: 
1. Develop an integrated static analysis tool that 

combines the Function Call Graph, Dependency 
Graph, and Control Flow Graph in a single 
heterogeneous graph.  

2. A web-based platform that improves 
accessibility and usability for developers and 
to offer an efficient user experience. 

 
MATERIALS AND METHODS 

 
Research Methodology 

The methodology for developing a graph 
generation tool for Python function code analysis in 
this research is based on the Software Development 
Life Cycle (SDLC) with an iterative and incremental 
approach. Figure 1 shows the SDLC iterative model 
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applied in this research. This model breaks down 
the development process into incremental cycles, 
ensuring continuous refinement to achieve a 
complete system. Each cycle involves design, 
development, testing, and implementation [21]. 
This iterative approach allows for progressive 
enhancement of the tool capabilities, from function 
call graph generation to the integration of 
dependency and control flow graph generation. 

 

 
Source: (Yas et al., 2023) [21] 

Figure 1. SDLC iterative model 
 

The requirements stage focuses on an in-
depth understanding of the graph generation tool's 
needs by identifying important features that the 
tool must possess. The identification involves 
selecting the platform and types of graphs to be 
generated. This tool was developed using a web-
based platform for code visualization using the 
Streamlit library, which provides an intuitive and 
easy-to-use interface. Graph visualizations are 
presented using graph notations such as the DOT 
format [12]. DOT notation represents a text-based 
directed graph before being converted into a 
graphical visualization using the Graphviz library.  

The main features of the graph generation 
tool from Python function code include 
visualization of function call graphs, dependency 
graphs, and control flow graphs. The final version of 
the graph generation tool is the integration of these 
three graphs into a heterogeneous graph [22]. Other 
features, such as a user-friendly interface, 
interactive visualization for exporting graphs in 
PNG format, and scalability in handling large code 
sizes, are also important features. The tool also 
needs to have informative features in the form of a 
usage guide, legend, table of code structure analysis 
results, and error handling when using the tool.  

The Built 1 stage focuses on developing a 
function call graph generation tool. Graph 
visualization begins by analyzing Python function 
code through AST traversal to identify nodes 
representing function calls, then extracting 
information about the calling function (caller) and 
the called function (callee). Graph generation uses 
Graphviz, where nodes are functions and edges are 
function calls. 

The Built 2 stage focuses on developing a 
dependency graph generation tool. The visualized 
graph is a further development of the Built 1 stage. 
It adds identification and visualization of 
parameters and variables used and defined in each 
function, as well as return statements. Variables 
used by more than one function are included as 
shared variables. Graph generation uses Graphviz, 
where nodes are functions, parameters, variables, 
and returns, while edges represent the 
relationships between parameters and variables. 

The Built 3 stage focuses on developing a 
control flow graph generation tool. The fulfillment 
of all tool requirements is done at this stage. Each 
function is defined as a basic block. Nodes represent 
basic blocks, and each directed edge indicates the 
control flow between these blocks, with one entry 
block at the beginning and one exit block at the end 
of the instruction [23]. Analysis is performed by 
traversing the AST within each function block to 
identify control flow, such as conditional branches 
(if-else), and loops (while and for). It then visualizes 
function calls and the relationships of parameters 
and variables into a heterogeneous graph. Graph 
generation uses Graphviz, where nodes are 
functions, parameters, variables, returns, and 
control flow, while edges represent the 
relationships between these nodes. 

 
System Architecture Design 

The system architecture of the graph 
generation tool for Python code analysis uses a 
client-server architecture consisting of two main 
components: a front-end and a back-end. Figure 2 
illustrates the system architecture of the graph 
generation tool. On the front-end side, the system 
uses the Streamlit library to provide an interactive 
user interface where users can input Python code to 
analyze and view graph visualizations. 

 

 
Source: (Research Results, 2024) 

Figure 2. System Architecture of The Graph 
Generation Tool 
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On the back-end side, the system consists of 
three main components: Code Parser, Source Code 
Analyzer, and Graph Generator. The Code Parser 
uses the AST library to perform parsing and 
syntactic analysis of the input Python code. The 
Source Code Analyzer performs an in-depth 
analysis of program structure and control flow by 
traversing the code to generate information for 
visualization. The Graph Generator uses the 
Graphviz library to generate various graphs based 
on the analysis results. 

Figure 3 illustrates a use case diagram that 
models user interactions with the graph generation 
tool system. This tool allows users to input Python 
function code for analysis. Users can click the 
"Create Graph" button to visualize the Python code. 
Subsequently, the system will display analysis 
results in the form of a function information table 
and graph generation. 

 

 
Source : (Research Results, 2024) 

Figure 3. Use Case Diagram of The Graph 
Generation Tool 

 
RESULTS AND DISCUSSION 

 
Result 

Algorithm 1 represents the algorithm 
implemented in the graph generation tool for 
Python function code analysis. The tool performs 
parsing using Abstract Syntax Tree (AST) to read 
the input Python code, transform it into an AST tree 
structure, and traverse each node to analyze the 
program structure. 

 
Algorithm 1 Graph Generation Tool 
1: procedure AnalyzeCode(source_code) 
2:      Parse source code into AST 
3:      Initialize FunctionAnalyzer 
4:      Visit and analyze AST 
5:      procedure CodeAnalysis 
6:           Visit AST nodes 
7:           Process function definitions 
8:           procedure BlockAnalysis 

9:                Create control flow blocks 
10:                Create entry block 
11:                Process function body: if statements, while 

loops, for loops, function calls, and return 
statements 

12:                Create exit block 
13:           procedure VariableAnalysis 
14:                Create edges between blocks 
15:                Track variable usage 
16:                Track variable definitions 
17:      Run CodeAnalysis() 
18:      Create visualization using Graphviz 
19:      if visualization is successful then 
20:           Display function info table 
21:           Display heterogeneous graph 
22:           Generate download link 
23:      else 
24:           Display error message 
25:      return analysis results 

Source: (Research Results, 2024) 
 

Graph visualization is performed using 
Graphviz by creating basic blocks for each function 
in the source code and connecting the blocks 
according to the program's control flow. In each 
function block, there are at least entry and exit 
blocks. Additionally, it is possible to have function 
calls, parameters, used variables, and control 
structures (if-else, while, and for). 

The tool has two outputs: a function 
information table and a heterogeneous graph with a 
download link to save the analysis results. Each 
node in the graph represents a code block with 
different color visualizations. Blue is used for 
functions and entry blocks, yellow for parameters 
and condition blocks, green for variables and 
normal blocks, and red for return and exit blocks. 

The tool's development uses the iterative 
SDLC model, making the tool usable for visualizing 
graphs of Python function code from the first build 
stage. Thus, tool testing can be performed at each 
stage of the iterative model according to the 
established targets. The following is a Python 
function code tested on the tool. 

 
def factorial(n): 
    if n <= 1: 
        return 1 
    else: 
        return n * factorial(n - 1) 
  
def sum_factorial(numbers): 
    result = 0 
    i = 0 
    while i < len(numbers): 
        result += factorial(numbers[i]) 
        i += 1 
    return result 
  
def main(): 
    data = [3, 4, 5] 
    total = sum_factorial(data) 
    print(total) 

Source: (Research Results, 2024) 
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Figure 4 shows the function information 
table of the source code as the first output of the 
analysis results from this tool. The first function 
code, the definition of the factorial function, has a 
parameter n and is called the factorial function 
itself. The second function code, the definition of the 
sum_factorial function, has a parameter number, 
defines the variables result and i, and is called the 
factorial function. The third function is the main 
function that defines the data and total variable, 
called the sum_factorial function. 

 

 
Source: (Research Results, 2024) 
Figure 4. Function Information Table from Source 

Code 
 

Figure 5 illustrates the Function Call Graph as 
a result of the static analysis process in the Build 1 
stage. In the graph data structure, each node 
represents a function, and edges represent the 
calling relationships between functions. The main 
function calls sum_factorial function and print. 
Sum_factorial function calls factorial dan len. The 
factorial function also calls itself. 

 

 
Source: (Research Results, 2024) 

Figure 5. Function Call Graph 
 
Figure 6 illustrates the Dependency Graph as 

a result of an analysis process that maps and 
visualizes the interconnections between functions 
in a Python program at the Build 2 stage. This 
process is done by analyzing the parameters and 
variables used. Each node represents a parameter 
and variable, and edges show their 

interconnections. Functions are represented using 
blue boxes, while parameters are defined using 
yellow ovals. Return values are represented using 
red hexagons. The sum_factorial function has a 
number parameter. The factorial function has a n 
parameter. 

 

 
Source: (Research Results, 2024) 

Figure 6. Dependency Graph 
 

Figure 7 illustrates a Control Flow Graph 
(CFG) as a result of a complex analysis process that 
represents the control flow of a Python program at 
the Build 3 stage. Each node represents a block, and 
edges represent potential control flows between 
blocks, such as conditional branches (if-else), loops 
(while or for), function calls, and return statements. 
The entry block is represented using a blue oval, 
while the exit block uses a red oval. The condition 
block is represented using a yellow diamond, while 
the normal process after the condition is 
represented using a green box. The parameters and 
returns still use the exact representation as the Built 
2 stage. 

 

 
Source: (Research Results, 2024) 

Figure 7. Control Flow Graph 
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Performance Evaluation 
The graph generation tool successfully 

implemented several integrated core features and 
generated heterogeneous graph, including function 
call graph visualization that describes the 
relationships and interactions between functions in 
the program, function dependencies visualization 
showing parameter and variable dependencies, and 
control flow graph representing the program's 
control flow in detail. The tool can be accessed on a 
web-based platform at https://vb.labdata.id/. 
Figure 8 shows the user interface of the graph 
generation tool. This platform provides a guide to 
using the tool and examples of Python code so that 
users can perform analysis and visualization 
exploration. 

 

 
Source: (Research Results, 2024) 

Figure 8. User Interface of Graph Generation Tool 
 

The graph generation tool's performance 
was evaluated using several Python function codes. 
The scale of Python code, both in terms of lines of 
code (LOC) and number of def() (function 
definitions), served as performance evaluation 
parameters. Eleven Python function codes with 
varying scales were used to test the graph 
generation tool. Table 1 presents the results of the 
tool performance evaluation. 

 
Table 1. Tool Performance Evaluation 

N
o 

Progra
m 
Code 

Scale Result Success 
Percenta
ge 

LO
C 

Functi
on 

Functi
on 

Grap
h 

1 P1 11 0 0 x 100% 
2 P2 14 4 4 v 100% 
3 P3 33 8 8 v 100% 
4 P4 23 5 4 v 100% 
5 P5 48 5 5 v 100% 
6 P6 68 8 8 v 100% 
7 P7 70 7 7 v 100% 
8 P8 85 10 10 v 100% 
9 P9 87 12 12 v 100% 
1
0 

P10 86 17 17 x 50% 

1
1 

P11 
12

2 
18 18 v 100% 

Average Success Rate 95.45% 

Source: (Research Results, 2024) 

Based on Table 1, the success percentage of 
this tool is 100% if it can analyze Python function 
code accurately and display the results in the form 
of a function information table and graph 
visualization. Meanwhile, if it only displays one 
function information table or graph visualization 
accurately, the success percentage of this tool is 
50%. 

Two program codes, P1 and P10, were not 
visualized as graphs from the 11 Python source 
codes tested on the graph generation tool. P1 is a 
Python code without function definitions, so the 
tool's success rate is 100% because it correctly did 
not visualize it as a graph.  

Program code P10 is a Python code 
containing 17 function definitions. In terms of 
complexity, program code P11 is more complex 
than program code P10. Figure 9 shows the error 
for program code P10. The tool could not generate a 
graph for program code P10, resulting in the error 
"unable to reclaim box space in spline routing for 
edge 'block_41' → 'block_42'". This issue arises due 
to a limitation in the Graphviz library, which is used 
for visualizing the graph structure. When the tool 
displays labels such as names, functions, 
parameters, variables, and related return values for 
each instruction block, there are space limitations 
for generating graph visualizations. 

 

 
Source: (Research Results, 2024) 

Figure 9. Error for Program Code P10 
 

As shown in Figure 10, when all labels are 
displayed on each node, the tool can only generate 
the graph up to program code P7. To address this 
issue, optimization was applied to the node labeling 
scheme. Figure 10 illustrates the label modification 
on the Control Flow Graph. By simplifying the labels 
displayed on each node, the tool successfully 
generates the graphs for program codes P8, P9, and 

https://vb.labdata.id/
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P11 without space limitations for graph 
visualizations. 

 

 
Source: (Research Results, 2024) 
Figure 10. Label Modification on the Control Flow 

Graph 
 

CONCLUSION 
 

This research successfully developed a tool 
using the SDLC method with an iterative model, 
achieving an average success rate of 95.45% in 
generating graphs from Python function code. The 
implementation using Abstract Syntax Tree (AST) 
effectively extracted structural and control flow 
information, where the generation of 
heterogeneous graphs for Python function code 
integrated three types of graph analyses: function 
call graphs, inter-function dependency graphs, and 
control flow graphs on a single platform. The 
development of this tool has contributed to the field 
of function code analysis, particularly for the Python 
ecosystem. The limitations of graph generation 
using the Graphviz library present an opportunity 
for future research. 

Further development in the future may 
include enhancing the tool's capabilities to handle 
larger and more complex graph visualizations and 
expanding the analysis coverage to class and object 
levels in Python code. Additional testing with larger 
and more complex code and testing across various 
usage scenarios will also improve the effectiveness 
of this tool in real-world applications. 
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